**Trabalho 1: Busca no Pacman**

*Este trabalho é parte do [Pacman Project](http://www-inst.eecs.berkeley.edu/~cs188/pacman/pacman.html) desenvolvido na UC Berkeley.*

![http://www.ic.uff.br/~bianca/ia-pos/maze.png](data:image/png;base64,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)

**Introdução**

Neste trabalho, o agente Pacman tem que encontrar caminhos no labirinto, tanto para chegar a um destino quanto para coletar comida eficientemente. O objetivo do trabalho será programar algoritmos de busca e aplicá-los ao cenário do Pacman.

O código desse trabalho consiste de diversos arquivos Python, alguns dos quais você terá que ler e entender para fazer o trabalho. O código pode ser baixado nesse [arquivo zip](http://www.ic.uff.br/~bianca/ia-pos/search.zip).

|  |  |
| --- | --- |
| **Arquivos que devem seráeditados:** | |
| search.py | Onde ficam os algoritmos de busca. |
| searchAgents.py | Onde ficam os agentes baseados em busca. |
| **Arquivos que devem serálidos:** | |
| pacman.py | O arquivo principal que roda jogos de Pacman. Esse arquivo também descreve o tipo GameState, que será amplamente usado nesse trabalho. |
| game.py | A lógica do mundo do Pacman. Este arquivo descreve vários tipos auxiliares como AgentState, Agent, Direction e Grid. |
| util.py | Estruturas de dados úteis para implementar algoritmos de busca. |
| **Arquivos que podem ser ignorados:** | |
| graphicsDisplay.py | Visualização gráfica do Pacman |
| graphicsUtils.py | Funções auxiliares para visualização gráfica do Pacman |
| textDisplay.py | Visualização gráfica em ASCII para o Pacman |
| ghostAgents.py | Agentes para controlar fantasmas |
| keyboardAgents.py | Interfaces de controle do Pacman a partir do teclado |
| layout.py | Código para ler arquivos de layout e guardar seu conteúdo |

**O que deve ser entregue:** Os arquivos search.py e searchAgents.py serão modificados no trabalho.

**Bem-vindo ao Pacman**

Depois de baixar o código (search.zip), descompactá-lo e entrar no diretório *search*, você pode jogar um jogo de Pacman digitando a seguinte linha de comando:

python pacman.py

O agente mais simples em searchAgents.py é o agente GoWestAgent, que sempre vai para oeste (um agente reflexivo trivial). Este agente pode ganhar às vezes:

python pacman.py --layout testMaze --pacman GoWestAgent

Mas as coisas se tornam mais difíceis quando virar necessário:

python pacman.py --layout tinyMaze --pacman GoWestAgent

pacman.py tem opções que podem serádadas em formato longo (por exemplo, --layout) ou em formato curto (por exemplo, -l). A lista de todas as opções pode ser vista executando:

python pacman.py -h

**Encontrando comida em um ponto fixo usando algoritmos de busca**

No arquivo searchAgents.py, você irá encontrar o programa de um agente de busca (SearchAgent), que planeja um caminho no mundo do Pacman e executa o caminho passo-a-passo. Os algoritmos de busca para planejar o caminho não estão implementados -- este será o seu trabalho. Para entender o que está descrito a seguir, pode ser necessário olhar esse glossório de objetos. Primeiro, verifique que o agente de busca SearchAgent está funcionando corretamente, rodando:

python pacman.py -l tinyMaze -p SearchAgent -a fn=tinyMazeSearch

O comando acima faz o agente SearchAgent usar o algoritmo de busca tinyMazeSearch, que está implementado em search.py. O Pacman deve navegar o labirinto corretamente.

Agora chegou a hora de implementar os seus algoritmos de busca para o Pacman! Os pseudocódigos dos algoritmos de busca estão no livro-texto. Lembre-se que um nó da busca deve conter não só o estado mas também toda a informação necessária para reconstruir o caminho (sequência de açoes) até aquele estado.

*Importante:* Todas as funções de busca devem retornar uma lista de *ações* que irão levar o agente do início até o objetivo. Essas ações devem ser legais (direções válidas, sem passar pelas paredes).

*Dica:* Os algoritmos de busca são muito parecidos. Os algoritmos de busca em profundidade, busca em extensão, busca de custo uniforme e A\* diferem somente na ordem em que os nós são retirados da borda. Então o ideal é tentar implementar a busca em profundidade corretamente e depois será mais fácil implementar as outras. Uma possível implementação é criar um algoritmo de busca genérico que possa ser configurado com uma estratégia para retirar nós da borda. (Porém, implementar dessa forma não é necessário).

*Dica:* Dê uma olhada no código dos tipo Stack (pilha), Queue (fila) e PriorityQueue (fila com prioridade) que estão no arquivo util.py!

***Passo 1 (2 pontos)***Implemente o algoritmo de busca em profundidade (DFS) na função de pthFirstSearch do arquivo search.py. Para que a busca seja *completa*, implemente a versão de DFS que não expande estados repetidos (seção 3.5 do livro). (depth-first search = DFS)

Teste seu código executando:

python pacman.py -l tinyMaze -p SearchAgent

python pacman.py -l mediumMaze -p SearchAgent

python pacman.py -l bigMaze -z .5 -p SearchAgent

A saáda do Pacman irá mostrar os estados explorados e a ordem em que eles foram explorados (vermelho mais forte significa que o estado foi explorado antes).

**(Pergunta 1)** A ordem de exploração foi de acordo com o esperado? O Pacman realmente passa por todos os estados explorados no seu caminho para o objetivo? Sim, o pacman percorre em sua maioria todos estados explorados.

*Dica:* Se você usar a pilha Stack como estrutura de dados, a solução encontrada pelo algoritmo DFS para o mediumMaze deve ter comprimento 130 (se os sucessores forem colocados na pilha na ordem dada por getSuccessors; pode ter comprimento 246 se forem colocados na ordem reversa).

**(Pergunta 2)** Essa é uma solução ótima? Senão, o que a busca em profundidade está fazendo de errado?

***Passo 2 (2 pontos)***Implemente o algoritmo de busca em extensão (BFS) na função breadthFirstSearch do arquivo search.py. De novo, implemente a versão que não expande estados que já foram visitados. Teste seu código executando:

python pacman.py -l mediumMaze -p SearchAgent -a fn=bfs

python pacman.py -l bigMaze -p SearchAgent -a fn=bfs -z .5

**(Pergunta 3)** A busca BFS encontra a solução ótima? Senão, verifique a sua implementação. Se o seu código foi escrito de maneira correta, ele deve funcionar também para o quebra-cabeças de 8 peças (seção 3.2 do livro-texto) sem modificações.

Sim, encontra uma ótima solução em relação ao DPS, enquanto no DPS tivemos um custo de 130 no BFS o custo foi de 68, o caminho percorrido também foi menor em relação ao DPS, porém o numero de nós expandidos é maior.

python eightpuzzle.py – Funcionou perfeitamente bem, apresentado solução depois de 11 movimentos.

**Variando a função de custo**

A busca BFS vai encontrar o caminho com o menor número de ações até o objetivo. Porém, podemos querer encontrar caminhos que sejam melhores de acordo com outros critérios. Considere o labirinto mediumDottedMaze e o labirinto mediumScaryMaze. Mudando a função de custo, podemos fazer o Pacman encontrar caminhos diferentes. Por exemplo, podemos ter custos maiores para passar por áreas com fantasmas e custos menores para passar em áreas com comida, e um agente Pacman racional deve poder ajustar o seu comportamento.

***Passo 3 (2 pontos)***Implemente o algoritmo de busca de custo uniforme (checando estados repetidos) na função uniformCostSearch do arquivo search.py. Teste seu código executando os comandos a seguir, onde os agentes tem diferentes funções de custo (os agentes e as funções são dados):

python pacman.py -l mediumMaze -p SearchAgent -a fn=ucs

python pacman.py -l mediumDottedMaze -p StayEastSearchAgent

python pacman.py -l mediumScaryMaze -p StayWestSearchAgent

**A\* search**

***Passo 4 (2 pontos)***Implemente a busca A\* (com checagem de estados repetidos) na função aStarSearch do arquivo search.py. A busca A\* recebe uma heurística como parâmetro. Heurísticas tem dois parâmetros: um estado do problema de busca (o parâmetro principal), e o próprio problema. A heurística implementada na função nullHeuristic do arquivo search.py é um exemplo trivial.

Teste sua implementação de A\* no problema original de encontrar um caminho através de um labirinto para uma posição fixa usando a heurística de distância Manhattan (implementada na função manhattanHeuristic do arquivo searchAgents.py).

python pacman.py -l bigMaze -z .5 -p SearchAgent -a fn=astar,heuristic=manhattanHeuristic

A busca A\* deve achar a solução ótima um pouco mais rapidamente que a busca de custo uniforme (549 vs. 621 nós de busca expandidos na nossa implementação).

**(Pergunta 4)** O que acontece em openMaze para as várias estratégias de busca?

Na DFS o pacman se comporta de forma estranha fazendo um zigzag passando por todos os nós expandidos que levam até o ponto desejado, nem todo os nós são expandidos.

Na BFS, UCS, A\* tem o comportamento da distancia mahatham ele percorre o menor caminho em linha reta, além de expandir todos os nós.

**Coletando comida**

Agora iremos atacar um problema mais difícil: fazer o Pacman comer toda a comida no menor número de passos possível. Para isso, usaremos uma nova definição de problema de busca que formaliza esse problema: FoodSearchProblem no arquivo searchAgents.py (já implementado). Uma solução é um caminho que coleta toda a comida no mundo do Pacman. A solução não será modificada se houverem fantasmas no caminho; ela só depende do posicionamento das paredes, da comida e do Pacman. Se os seus algoritmos de busca estiverem corretos, A\* com uma heurística nula (equivalente a busca de custo uniforme) deve encontrar uma solução para o problema [testSearch](http://www.ic.uff.br/~bianca/ia-pos/layouts/testSearch.lay) sem nenhuma mudança no código (custo total de 7).

python pacman.py -l testSearch -p AStarFoodSearchAgent

Nota: AStarFoodSearchAgent é um atalho para -p SearchAgent -a fn=astar,prob=FoodSearchProblem,heuristic=foodHeuristic.

Porém, a busca de custo uniforme fica lenta até para problemas simples como tinySearch.

***Passo 5 (2 pontos)***Implemente uma heurística admissível foodHeuristic no arquivo [searchAgents.py](http://www.ic.uff.br/~bianca/ia-pos/docs/searchAgents.html)para o problema FoodSearchProblem. Teste seu agente no problema trickySearch:

python pacman.py -l trickySearch -p AStarFoodSearchAgent

**Glossário de Objetos**

Este é um glossário dos objetos principais na base de código relacionada a problemas de busca:

**SearchProblem (search.py)**

Um SearchProblem é um objeto abstrato que representa o espaço de estados, função sucessora, custos, e estado objetivo de um problema. Você vai interagir com objetos do tipo SearchProblem somente através dos métodos definidos no topo de search.py

**PositionSearchProblem (searchAgents.py)**

Um tipo específico de SearchProblem --- corresponde a procurar por uma única comida no labirinto.

**FoodSearchProblem (searchAgents.py)**

Um tipo específico de SearchProblem --- corresponde a procurar um caminho para comer toda a comida em um labirinto.

**Função de Busca**

Uma função de busca é uma função que recebe como entrada uma instância de SearchProblem, roda algum algoritmo, e retorna a sequência de ações que levam ao objetivo. Exemplos de função de busca só odepthFirstSearch e breadthFirstSearch, que deverão ser escritas pelo grupo. A função de busca dada tinyMazeSearch é uma função muito ruim que só funciona para o labirinto tinyMaze

**SearchAgent**

SearchAgent é uma classe que implementa um agente (um objeto que interage com o mundo) e faz seu planejamento de acordo com uma função de busca. SearchAgent primeiro usa uma função de busca para encontrar uma sequência de ações que levem ao estado objetivo, e depois executa as ações uma por vez.